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Abstract. This paper shows how an AOSE methodology, the Agent
Systems Engineering Methodology (ASEME), uses state of the art tech-
nologies from the Model-Driven Engineering (MDE) domain. We present
the Agent Modeling Language (AMOLA) metamodels and the model
transformation tools that we developed and discuss our choices. More-
over, the way that non-functional requirements are used throughout the
software development lifecycle is discussed and presented with two real-
world case studies. Finally, we compare ASEME with a set of existing
AOSE methodologies.

1 Introduction

During the last years, there has been a growth of interest in the potential of agent
technology in the context of software engineering. A new trend in the Agent
Oriented Software Engineering (AOSE) field is that of converging towards the
Model-Driven Engineering (MDE) paradigm. Thus, a lot of well known AOSE
methodologies propose methods and tools for automating models transforma-
tions, such as Tropos [23] and INGENIAS [7], but this is done only for some of
the software development phases.

This paper aims to show for the first time how the principles of MDE can
be used throughout all the software development phases and how the AOSE
community can use three different types of transformations in order to produce
new models based on previous models. This approach has been used by the
Agent Systems Engineering Methodology (ASEME)1 [26], [28] and shows how
an agent-based system can be incrementally modeled by gradually adding more
information at each development phase using the appropriate type of model.

ASEME offers some unique characteristics regarding the used MDE approach.
It covers all the classic software development phases (from requirements to
implementation) and the transition of one phase to another is done through
1 From the ASEME web site the interested reader can download the tools and meta-

models used in this paper, URL: http://www.amcl.tuc.gr/aseme
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model transformations. It employs three transformation types, i.e. model to
model (M2M), text to model (T2M) and model to text (M2T). Thus, the ana-
lysts/engineers and developers just enrich the models of each phase with infor-
mation, gradually leading to implementation. Moreover, the design phase model
of ASEME is a statechart [10], a modeling paradigm well known to engineers,
which can be implemented using a variety of programming languages or an
agent-oriented platform.

Another important aspect of ASEME is the support of documentation of
non-functional requirements even from the requirements analysis phase. These
are propagated in the analysis phase where they are used for taking manage-
rial decisions and selecting the technologies that will be used for design and
development.

This paper presents the ASEME process showing the models transforma-
tions between the different development phases. The models that are used by
ASEME are defined by the Agent Modeling Language (AMOLA, a first version
is presented in [28]). Moreover, it emphasizes on the handling of non-functional
requirements by ASEME. The next paragraph provides a background on meta-
modeling and models transformation followed by the definition of the AMOLA
metamodels in section two. The ASEME MDE process is presented in sec-
tion three discussing the used transformation tools. Section four presents how
ASEME tackles the issue of non-functional requirements. In section five we eval-
uate ASEME using empirical results through the development of two real world
systems. Related work is discussed in section six and the paper is concluded in
section seven.

1.1 Metamodeling and Models Transformation

Model Driven Engineering (MDE) relies heavily on model transformation [25].
Model transformation is the process of transforming a model to another model.
The requirements for achieving the transformation are the existence of metamod-
els of the models in question and a transformation language in which to write
the rules for transforming the elements of one metamodel to those of another
metamodel. The MDE approach has been argued to contribute to non-functional
requirements capture, such as portability, interoperability and reusability [15].

In the software engineering domain a model is an abstraction of a software
system (or part of it) and a metamodel is another abstraction, defining the
properties of the model itself. However, even a metamodel is itself a model. In
the context of model engineering there is yet another level of abstraction, the
metametamodel, which is defined as a model that conforms to itself [13].

There are four types of model transformation techniques [16]:

– Model to Model (M2M) transformation. This kind of transformation is
used for transforming a type of graphical model to another type of graphical
model. A M2M transformation is based on the source and target metamodels
and defines the transformations of elements of the source model to elements
of the target model.
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– Text to Model (T2M)transformation. This kind of transformation is used
for transforming a textual representation to a graphical model. The textual
representation must adhere to a language syntax definition usually using
BNF. The graphical model must have a metamodel. Then, a transformation
of the text to a graphical model can be defined.

– Model to Text (M2T) transformations. Such transformations are used
for transforming a visual representation to code (code is text). Again, the
syntax of the target language must be defined along with the metamodel of
the graphical model.

– Text to Text (T2T) transformations. Such transformations are used for
transforming a textual representation to another textual representation. This
is usually the case when a program written for a specific programming lan-
guage is transformed to a program in another programming language (e.g.
a compiler).

In the heart of the model transformation procedure is the Eclipse Model-
ing Framework (EMF, [3]). Ecore is EMF’s model of a model (metamodel). It
functions as a metametamodel and it is used for constructing metamodels. It
defines that a model is composed of instances of the EClass type, which can
have attributes (instances of the EAttribute type) or reference other EClass in-
stances (through the EReference type). Finally, EAttributes can be of various
EDataType instances (such are integers, strings, real numbers, etc). EMF allows
to extend existing models via inheritance, using the ESuperType relationship for
extending an existing EClass.

A similar technology, the Meta-Object Facility (MOF), is an OMG standard
[19] for representing metamodels and manipulating them. MOF is older than
EMF and it influenced its design. However, the EMF meta-model is simpler
than the MOF meta-model in terms of its concepts, properties and containment
structure, thus, the mapping of EMF’s concepts into MOF’s concepts is relatively
straightforward and is mostly 1-to-1 translations [8]. EMF is also used today by
a large open source community becoming a de facto standard in MDE.

2 The AMOLA Metamodels

In this section we present the metamodels used in the ASEME MDE process.
Using these metamodels we can derive graphical tools for defining the models
and tools for automating the models tranformations.

2.1 The System Actor Goal Model (SAG)

The SAG model is a subset of the Actor model of the Tropos ecore model [31].
Tropos is, on one hand, one of the very few AOSE methodologies that deal with
requirements analysis, and, on the other hand it borrows successful practices
from the general software engineering discipline. This is why we have been in-
spired by Tropos. The reason for not using the Tropos diagrams as they are is
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Fig. 1. The AMOLA SAG (a) and SUC (b) metamodels

that they provide more concepts than the ones used by AMOLA as they are also
used for system analysis. However, as we will show later, AMOLA defines more
well-suited diagrams for system analysis.

Thus, the AMOLA System Actors Goals diagram is the one that appears in
Figure 1(a) employing the Actor and Goal concepts. The actor references his
goals using the EReference my goal, while the Goal references a unique depender
and zero or more dependees. The reader should notice the choice to add the
requirements EAttribute of Goal. Through this attribute, each goal is related to
functional and non-functional requirements, which are documented in plain text
form.

2.2 The System Use Cases Model (SUC)

In the analysis phase, the analyst needs to start capturing the functionality
behind the system under development. In order to do that he needs to start
thinking not in terms of goal but in terms of what will the system need to do
and who are the involved actors in each activity. The use case diagram helps
to visualize the system including its interaction with external entities, be they
humans or other systems. It is well-known by software engineers as it is part of
the Unified Modeling Language (UML).

In AMOLA no new elements are needed other than those proposed by UML,
however, the semantics change. Firstly, the actor “enters” the system and as-
sumes a role. Agents are modeled as roles, either within the system box (for the
agents that are to be developed) or outside the system box (for existing agents
in the environment). Human actors are represented as roles outside the system
box (like in traditional UML use case diagrams). This approach aims to show
the concept that we are modeling artificial agents interacting with other artifi-
cial agents or human agents. Secondly, the different use cases must be directly
related to at least one artificial agent role.
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The SUC metamodel containing the concepts used by AMOLA is presented
in Figure 1(b). The concept UseCase has been defined that can include and be
included by other UseCase concepts. It interacts with one or more roles, which
can be Human roles (HumanRole) or Agent roles (SystemRole).

2.3 The System Roles Model (SRM)

An important concept in AOSE is the role. An agent is assumed to undertake
one or many roles in his lifetime. The role is associated with activities and this
is one of the main differences with traditional software engineering, the fact that
the activity is no longer associated with the system, but, rather, with the role.
Moreover, after defining the capabilities of the agents and decomposing them to
simple activities in the SUC model we need to define the dynamic composition
of these activities by each role so that he achieves his goals. Thus, we defined the
SRM model based on the Gaia Role model [34]. Gaia defines the liveness formula
operators that allow the composition of formulas depicting the role’s dynamic
behavior. However, we needed to change the role model of Gaia in order to
accommodate the integration in an agent’s role the incorporation of complex
agent interaction protocols (within which an agent can assume more than one
roles even at the same time), a weakness of the Gaia methodology. The AMOLA
SRM metamodel is presented in Figure 2(a). The SRM metamodel defines the
concept Role that references the concepts:

– Activity, that refers to a simple activity with two attributes, name (its name)
and functionality (the description of what this activity does)

– Capability that refers to groups of activities (to which it refers) achieving a
high level goal, and,

– Protocol. The protocol attributes name and participant refer to the relevant
items in the Agent Interactions Protocol (AIP) model. This model is not
detailed here-in. It is used for identifying the roles that participate in a
protocol, their activities within the protocol and the rules for engaging (for
more details consult [29]).

The Role concept also has the name and liveness attributes (the first is the
role name and the second its liveness formula). The reader should note the func-
tionality attribute of the Activity concept which is used to associate the activity
to a generic functionality. For example, the “get weather information” activity
can be related to the “web service invocation” functionality (see [27], [28]).

2.4 The Intra-Agent Control Model (IAC)

In order to represent system designs, AMOLA is based on statecharts, a well-
known and general language and does not make any assumptions on the on-
tology, communication model, reasoning processes or the mental attitudes (e.g.
belief-desire-intentions) of the agents, giving this freedom to the designer. Other
methodologies impose (like Prometheus or INGENIAS [11]), or strongly imply
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Fig. 2. The AMOLA SRM (a) and IAC (b) metamodels

(like Tropos [11]) the agent mental models. Of course, there are some developers
who want to have all these things ready for them, but there are others who
want to use different agent paradigms according to their expertise. For example,
one can use AMOLA for defining Belief-Desire-Intentions based agents, while
another for defining procedural agents [26].

The inspiration for defining the IAC metamodel mainly came from the UML
statechart definition. Aiming to define the statechart using the AMOLA defini-
tion of statechart [30], the IAC metamodel differs significantly from the UML
statechart. However, a UML statechart can be transformed to an IAC state-
chart, although some elements would be difficult to define (UML does not cater
for transition expressions and association of variables to nodes and uses state-
charts to define a single object’s behaviour). Thus, the IAC metamodel, which
is presented in Figure 2(b), defines a Model concept that has nodes, transitions
and variables EReferences. Note that it also has a name EAttribute. The latter
is used to define the namespace of the IAC model. The namespace should follow
the Java or C# package namespace format. The nodes contain the following
attributes:

– name. The name of the node,
– type. The type of the node, corresponding to the type of state in a statechart,

typically one of AND, OR, BASIC, START, END (see [10]),
– label. The node’s label, and
– activity. The activity related to the node.
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Nodes also refer to variables. The Variable EClass has the attributes name and
type (e.g. the variable with name “count” has type “integer”). The next concept
defined in this metamodel is that of Transition, which has four attributes:

– name, usually in the form <source node label> TO <target node label>
– TE, the transition expression. This expression contains the conditions and

events that make the transition possible. Through the transition expressions
(TEs) the modeler defines the control information in the IAC. TEs can use
concepts from an ontology as variables. Moreover, the receipt or transmis-
sion of an inter-agent message can be used (in the case of agent interaction
protocols). For the formal definition of the TE and some examples see [26]
or [29].

– source, the source node, and,
– target, the target node.

3 The ASEME Model-Driven Process and Tools

ASEME is described in detail in [26]. It is a complete process incorporating
all the traditional software engineering methodology phases, however, using the
SPEM 2.0 process metamodel [21] it can be modified to provide an agile process.
Figure 3, a screenshot from the EPF2 modelling tool, shows on the left side the
ASEME method library and its various properties. From top to bottom the most
important are the:

– Work Product Kinds, we have defined two product kinds, models (graphical
models, e.g. SAG, SUC, etc) and text (textual representation, e.g. a computer
program).

– Role sets, where the different human actors implicated in the software de-
velopment process are identified.

– Tools, the various tools used in the process, in this case the transformation
tools.

– Processes, can be delivery processes, which provide the project manager with
an initial project template, showing the project milestones with the work
products to be delivered and needed resources, or capability patterns that
allow project managers to use one or more method libraries to compose
their project-specific process.

In Figure 3, the reader can see two defined capability patterns, the first named
ASEME and containing the six software development phases, and a more com-
pact one, the ASEME MDE process where the model-driven development process
for a single agent system is depicted. This process shows the nine tasks needed
for developing an agent-based system:

1. Edit SAG model. The business consultant of the software development firm
identifies the actors involved in the system to be along with their goals.

2 The Eclipse Process Framework (EPF) aims at producing a customizable software
process engineering framework. URL: http://www.eclipse.org/epf/

http://www.eclipse.org/epf/
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Fig. 3. The ASEME MDE Process

2. SAG2SUC. An automated task, as the reader can see in the figure this task
has only a mandatory input model (SAG) and an output model (SUC). It
creates an initial SUC model based on the previously created SAG model.

3. Refine Use Cases. The analyst works on the SUC model and refines the
general use cases using the include relationship. He/she also identifies which
actors will be implemented defining them as human or artificial agent actors.
The overall system design is enriched by identifying the tasks that have to
be carried out by the actors.

4. SUC2SRM. An automated task, it has only a mandatory input model (SUC)
and an output model (SRM). It creates an initial SRM model based on the
previously created SUC model.

5. Refine the SRM model. The analyst works on the SRM model by defining the
liveness formulas that will describe the dynamic compilation of the previously
identified tasks.

6. SRM2IAC. An automated task, it has only a mandatory input model (SRM)
and an output model (IAC). It creates multiple initial IAC models based on
the previously created SRM model, one for each role.

7. Refine the IAC model. The designer works on each IAC model by defining
the conditions and/or events that will enable the transitions from one task
to the other.
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8. IAC2JADE. An automated task, it has only a mandatory input model (IAC)
and an output model (Java JADE3 Agent and Behaviours code). It creates
a JADE Agent class and multiple JADE Behaviour classes for each IAC
model.

9. Write SimpleBehaviour action methods. The programmer writes code only
for the JADE SimpleBehaviour class descendants’action methods.

The following paragraphs discuss the employed transformations automation
tools that are used in the presented ASEME MDE process.

3.1 The ASEME M2M Transformation Tools (SAG2SUC and
SUC2SRM)

The Atlas Transformation Language (ATL) [14] was used for model to model
(M2M) transformations. Another alternative to ATL would be the Query-View
Transformation (QVT) language [20], however, ATL was better documented on
the internet with a user guide and examples, while the only resource located for
QVT was a presentation. Therefore, and as the requirements of both languages
(ATL and QVT) are the same the decision was to choose the better documented
one. Such transformations are the SAG2SUC and SUC2SRM.

The ATL rules for the SAG2SUC transformation are presented in Figure 4. At
the top of the right window, the IN and OUT metamodels are defined followed
by rules that have an input model concept instance and one or more output con-
cept model instances. The first rule (Goal2UseCase) takes as input a SAG Goal
concept and creates a SUC UseCase concept copying its properties. The ATL
is declarative and has catered for the cases that a concept references another.
The depender and dependee references of a SAG Goal are both transformed to
participator references of the SUC UseCase. The ATL engine searches the rules
to find one that transforms the types of the EReference (i.e. the SAG Actor
concepts to a SUC Role). It finds the second rule (Actor2Role) and fires it, thus
creating the EReference type objects and completing the first rule firing. At the
left hand side of Figure 4 the reader can see the files relevant to this transfor-
mation: a) the SAG.ecore and SUC.ecore metamodel files, b) the SAG2SUC.atl
rules file, c) the SAGModel.xmi file containing the SAG model in XML format
and d) the SUCModelInitial.xmi file containing the automatically derived initial
SUC model.

3.2 The ASEME T2M Transformation Tool (SRM2IAC)

The trick in text to model transformations is to define the meta-model of the
text to be transformed. This can be done in the form of an EBNF syntax (for
languages with a grammar) or through string manipulation. Efftinge and Völter
[6] presented the xtext framework in the context of the Eclipse Modeling Project

3 The Java Agent Development Environment (JADE) is an open source framework
that adheres to the FIPA standards, URL: http://jade.tilab.com

http://jade.tilab.com
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Fig. 4. The eclipse ATL project for the SAG2SUC and the SUC2SRM M2M transfor-
mations

(EMP4). According to their work, an xText grammar is a collection of rules. Each
rule is described using sequences of tokens. Tokens either reference another rule
or one of the built-in tokens (e.g. STRING, ID, LINE, INT). A rule results in
a meta type, the tokens used in the rule are mapped to properties of that type.
xText is used to automatically derive the meta model from the grammar. Then
a textual representation of a model following this grammar can be parsed and
the meta-model is automatically generated.

Rose et al. [24] described an implementation of the Human-Usable Textual
Notation (HUTN) specification of OMG [18] using Epsilon, which is a suite of
tools for MDE. OMG created HUTN aiming to offer three main benefits to MDE:
a) a generic specification that can provide a concrete HUTN language for any
model, b) the HUTN languages to be fully automated both for production and
parsing, and, c) the HUTN languages to conform to human-usability criteria. The
HUTN implementation automates the transformation process by eliminating
the need for a grammar specification by auto defining it accepting as input
the relevant EMF meta-model. This is the main reason for choosing HUTN for
ASEME.

4 The Eclipse Modeling Project provides a unified set of modeling frameworks, tooling,
and standards implementations, URL: http://www.eclipse.org/modeling/

http://www.eclipse.org/modeling/
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A T2M transformation is used for transforming a liveness formula to a state-
chart (IAC model). We first use an iterative algorithm (see [30]) that creates the
HUTN model, which is then automatically transformed to an IAC model. The
usage of the HUTN technology also helped a lot in debugging the algorithm as
the output was in human-readable format.

3.3 The ASEME M2T Transformation Tool (IAC2JADE)

The last transformation type used in the ASEME process is M2T. The platform
independent IAC model must be transformed to a platform dependent one and
to executable code.

We used the Xpand language offered by the Eclipse. Another commonly used
M2T transformation language (in EMP) is the Java Emitter Templates (JET).
JET uses JSP-like templates, thus it is easy to learn for developers familiar with
this technology.

The advantages of Xpand are the fact that it is source model independent,
which means that any of the EMP parsers can be used for common software
models such as MOF or EMF. Its vocabulary is limited allowing for a quick
learning curve while the integration with Xtend allows for handling complex
requirements. Then, EMP allows for defining workflows that allow the modeler
to parse the model multiple times, possibly with different goals.

In ASEME, the developer uses the IAC2JADE tool that automatically gener-
ates the message receiving and sending behaviours and the composite behaviours
that coordinate the execution of simple behaviours. Thus, the user just needs to
program the action methods of simple behaviours.

4 Non-functional Requirements in ASEME

Throughout this section, and aiming to present the way that ASEME handles
non-functional requirements, some parts of the requirements and system analysis
of two real-world agent-based systems are presented.

4.1 A Real World Case Study: The ASK-IT Project

In this first case study, the requirements were to develop a system that allows
a user to access a variety of location-based services supported by a brokering
system. The system should learn the habits of the user and support him while on
the move. It should connect to an OSGi5 service for getting the user’s coordinates
using a GPS device. It should also handle dangerous situations for the user by
reading a heart rate sensor (again an OSGi service) and call for help. A non-
functional requirement for the system is to execute on any mobile device with

5 The OSGi (Open Services Gateway initiative) Alliance is a worldwide consortium of
technology innovators that advances a proven and mature process to assure interop-
erability of applications and services based on its component integration platform,
URL: http://www.osgi.org

http://www.osgi.org
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the OSGi service architecture. The broker has access to a variety of existing web
services but should also provide added value services. For more details about the
real-world system, which will be referred to as ASK-IT for the remainder of this
document, the reader can refer to [17].

A subset of the SAG model capturing the ASK-IT system requirements is
presented in Figure 5. This model was created after identifying the stakeholders
relevant to this project [26]. Such were the:

– User : The user is a mobility impaired person that wants to get infomobility
services tailored to his needs (e.g. find the nearest toilet that is accessible
according to his type of impairment). This user is assumed to wander in the
environment having access to the internet and wherever possible access to
local area networks using technologies like Wi-Fi. He also has constant access
to devices and services that are on his person and move around with him.
Such can be a GPS device. He also needs assistance in handling dangerous
situations (e.g. if he has a heart attack).

– Broker : This is the ASK-IT B2C (Business to Consumer) Operator. He is
interested in aggregating services offered by diverse service providers either
globally or locally. Whenever a user makes a request he matches the request
to his repository of available services and selects the most relevant one to
request on behalf of the user.

– Added Value Service Providers : These service providers can provide a simple
service or they can introduce new added value services through the aggre-
gation of one or more simple services accessed through the broker. A simple
service provider offers map information for a specific city. An added value
service provider offers map information for any city including the capability
to add points of interest offered by many independent providers.

The stakeholders are modeled as actors. A stakeholder, who is assisted by
a software, introduces a new actor, usually named as personal assistant. Thus,

Fig. 5. The SAG model for the ASK-IT project
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in Figure 5, the above three stakeholders are represented by four actors, the
user, his personal assistant, the broker and the added value service provider.
The user needs to get location based services and for that he is dependent to his
personal assistant. The latter has three individual goals, to adequately service his
user, to learn his/her habits and to autonomously handle a dangerous situation.
The personal assistant depends on the broker (BR) for getting services. The
broker represents a network operator or portal stakeholder who acts as a service
aggregator and offers the services to its users. Its goals include the maintenance of
a service repository, finding the best service for a user and accessing several web
services offered by third parties. Moreover, he depends for getting added-value
services to the “Added-value service provider” (AVSP), who provides specialized
services for users with special needs or capabilities. For example, an organization
of mobility impaired persons maintains a repository of accessible streets and
buildings and can provide trip planning services to such persons. For offering
their service they depend on the broker themselves in order to get maps or
public transport routing options.

The requirements per goal (RPG) is a simple model aiming to associate SAG
goals to requirements presented in plain text mode. For adding the goal require-
ments the engineer should add the answers to the following questions:

– Why does the actor have this goal and why does he depend to another for
it (this is the most important question and its answer is usually the goal’s
name)

– What is the outcome of achieving the goal (identify related resources)
– How is he expected to achieve this goal (identify the task to be performed

for reaching this goal)
– When is this goal valid (identify timing requirements)

The requirements per goal are documented in the requirements EAttribute of
the Goal concept of the SRM model, see Figure 2(a). A non-functional require-
ment for the personal assistant’s service user goal is to be executed on a mobile
device. Another is that it should reply to a user request within 10 seconds (see
Table 1).

The SUC model presented in Figure 6 is part of the use cases for ASK-IT.
Actually, it is a part focusing in the personal assistant (PA) role. The reader
should notice at this point that the general use cases correspond to the goals of

Table 1. A portion of the Requirements Per Goal (RPG) model for the Personal
Assistant Actor in ASK-IT project
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Fig. 6. A portion of the SUC model of the ASK-IT project

the requirements analysis phase. It is also important to note that at this phase
the task of the system modeler is not to identify goals and dependencies between
actors, like in the SAG, but to analyze the behavior of the system in order to
achieve specific tasks. However, at the highest level of abstraction these tasks
correspond to the system goals. The difference is that the know-how related to
this phase is not that of the business modeler or the business consultant, it is
that of the systems engineer or analyst.

A portion of the SRM for the personal assistant (PA) is presented in Figure 7.
In his liveness model, the root formula states that he executes forever the “service
user” capability in parallel with the “handle dangerous situation” capability.
Each of these capabilities is detailed in the following two formulas whose left
hand side terms are named after them. Other capabilities are further detailed in
following formulas.

 

Fig. 7. A portion of the SRM model of the Personal Assistant role of the ASK-IT
project
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Fig. 8. Functionality Table for the personal assistant role of the ASK-IT project

The Functionality Table (FT) is where the analyst associates each activity
participating in the liveness formulas of the SRM to the technology or tool (func-
tionality) that it will use (see an example of FT in Figure 8 for the capabilities of
the PA). The communicate capability includes the “send message” and “receive
message” activities and is shared by all agents as proposed by FIPA6. This is
the point where the analyst proposes the use of a platform for instantiation,
e.g., in our example, JADE. This strategic choice also defines the programming
language that will be used, in this case Java.

Returning to the ASK-IT example, the non-functional requirement for the PA
to execute on any mobile device running OSGi services reveals that such a device
must at least support the Java Mobile Information Device Profile (MIDP), which
offers a specific record for storing data. Therefore, the activities that want to
store or read data from a file must use the MIDP record technology.

The functionality table is defined in the SRM model adding a “functional-
ity” property to each activity. However, a decision maker would prefer to see
this information in a tabular format (like in Figure 8) in order to gain a quick
understanding about the technologies involved in developing each agent.
6 The Foundation for Intelligent Physical Agents (FIPA) is an IEEE Computer Society

standards organization that promotes agent-based technology and the interoperabil-
ity of its standards with other technologies, URL: http://www.fipa.org

http://www.fipa.org


Using ASEME Methodology for Model-Driven Agent Systems Development 121

4.2 A Real World Case Study: The Market-Miner Project

In the Market-Miner project [27], we developed an autonomous product pricing
agent situated in a firm monitoring for changes of the prices of competitors along
with changes in firm policies and deciding on the prices of the products on the
self.

During the analysis phase we identified the actors and the use cases related
to our agent system. We documented these findings using the ASEME System
Use Cases (SUC) model (see Figure 9). For our system, the system actor is
the Market-miner Product Pricing Agent (or MIPA), while the external actors
that participate in the system’s environment are the user, external systems of
competitors, weather report systems (as the weather forecast influences product
demand, like in the case of umbrellas) and municipality systems (as local events
like concerts, sports, etc, also influence consumer demand).

Having defined the involved actors we started identifying general use cases
(like interact with user) and then we elaborated them in more specific ones (like
present information to the user and update firm policy) using the � include �
relation. After refining the use cases, the SUC model was transformed to the
System Roles Model (SRM), see Figure 10(a).

Fig. 9. An extract from the MIPA System SUC Model
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Fig. 10. MIPA Role Model (a) and the Functionality Table (b)

The next step was to associate each activity to a functionality, i.e. the tech-
nology that would be used for its implementation. In Figure 10(b) the reader
can observe the capabilities, the activities that they decompose to and the func-
tionality associated with each activity. The choice of these technologies is greatly
influenced by non-functional requirements. For example the system will need to
connect on diverse firm databases. Thus, the JDBC7 technology was selected, as
it is database provider independent. Moreover, the different information chan-
nels that are currently used depend on the same functionality, i.e. a web service
invocation. Thus, in the future, new information channels such as a financial
channel where from to get relevant news, such as a financial crisis, can be inte-
grated in the system using the same functionality. In this way, this model allows
for the easy extensibility of the system (another usually desired non-functional
requirement).

5 ASEME Evaluation

For evaluating our work we used two case studies on the development of two real-
world systems. The first, a module of the ASK-IT project [17], included program-
ming for semantic service matching and interfaces to other modules that were
based on OSGi, a service oriented architecture. The ontology was developed using
7 The Java Database Connectivity (JDBC) is a standard for database-independent

connectivity between the Java programming language and a wide range of databases
providing a call-level API for SQL-based database access, URL: http://java.sun.
com/javase/technologies/database/

http://java.sun.com/javase/technologies/database/
http://java.sun.com/javase/technologies/database/
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the Protégé8 ontology editor and its beangenerator add-on, which generates java
files representing an ontology that can be used with the JADE environment. The
second is the Market-Miner project [27], where we used Prolog for implementing
the decision making capability of the agent. Again, we used the Protégé editor
for creating the ontology.

These projects used different implementation platforms, the first the JADE
platform, while the second a Java CASE (Computer-Aided Software Engineer-
ing) tool, IBM Rational Rhapsody (URL: http://www.ibm.com). For the latter
it was needed to transform the SRM model to an IAC model manually (as
Rhapsody does not offer an import tool for statechart models) using the process
defined in [30].

Table 2 shows a quick comparison of ASEME with existing AOSE method-
ologies. It has been inspired by a similar table in [32] from which we use some
criteria (rows). The first row shows the levels of abstraction supported by the
methodologies. Only ASEME maintains three levels of abstraction throughout
the software development phases. Some do not support abstraction at all, while
others do a phase-based abstraction (e.g. define agent interactions and roles
in the analysis phase and focus in the specific agent development in the design
phase). The next row shows the MDE support for the different software develop-
ment phases. ASEME supports all the phases, many methodologies support some
phases and INGENIAS allows the modeler to define his own transformations. The
third row shows if a methodology covers all the software development phases,
i.e. requirements analysis, system analysis, design, implementation, verification
and optimization. The forth row shows what kind of agents each methodology
supports and the fifth row indicates which methodologies define an intra-agent
control model that allows an agent to coordinate his capabilities, thus support-
ing a modular development approach. The sixth row shows that ASEME is the
only methodology to use a uniform representation of inter-agent protocols and
the intra-agent control allowing for an easy integration of protocols in an agent
specification. In Table 2 “n/a” means not applicable.

The last two rows are related to the non-functional requirements capture ca-
pability of the methodologies. Only three of the reviewed methodologies address
this issue as the seventh row suggests. In Tropos, NFRs are either operationalized
(also in MaSE) or are transformed to operational rules in the Late Requirement
Analysis phase. Finally, only in ASEME they are used for selecting implemen-
tation technologies and tools in the analysis phase while in Tropos they are
used for offering alternatives of implementations (also in the form of redundant
sub-systems).

6 Related Work

A number of works in AOSE have introduced concepts and ideas from the model-
driven engineering domain. Most of them just introduce an MDE technique for
8 Protégé is a free, open source ontology editor and knowledge-base framework, URL:
http://protege.stanford.edu

http://protege.stanford.edu
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Table 2. ASEME compared with existing AOSE methodologies

 

transforming one of their models to another in one phase, e.g. from a Tropos
plan decomposition diagram to a UML activity diagram in [23] and from a BDI
(Belief-Desire-Intention) representation in XML format to JACK platform code
in [12]. Almost all AOSE methodologies define a single, usually huge metamodel
covering all the requirements, analysis and design phases [1].

Other works aim to create a single meta-model that can be used by different
AOSE methodologies in a specific phase, like in [9], where the authors defined
a meta-model (PIM4Agents) that can be used to model MAS in the PIM level
of MDA, and in [1], where the authors try to envisage a unifying MAS meta-
model. Finally, a more recent work [7] presents an algorithm to generate model
transformations by-example that allows the engineer to define himself the trans-
formations that he wants to apply to models complying with the INGENIAS
metamodel.

ASEME furthers the state of the art by being the first AOSE methodology to
propose a model-driven approach covering all the development phases. Thus, the
developer only at the requirements analysis phase starts a model from scratch
(SAG). All the other models are launched through a transformation that initial-
izes them. Then, the developer adds the new information related to the specific
model.

Regarding the use of non-functional requirements (NFRs), Tropos [2] provides
a means for documenting them in the requirements analysis phase as soft goals.
Then, Tropos uses them in two ways. The first is to evaluate identified tasks as
helping or restricting the soft-goals. The second is to identify tasks that pursue
the soft-goals (in which case soft goals become functional requirements).

Another approach is that proposed by Danny Weyns [33]. In his work, the
author addresses the issue of NFRs by selecting appropriate architectures that



Using ASEME Methodology for Model-Driven Agent Systems Development 125

each addresses a family of NFRs. For example, he proposes that selecting an
agent-based approach to software development contributes to the NFRs open-
ness, adaptability and scalability. Moreover, additional NFRs are modeled in
quality attribute scenarios. These consist of three parts, a) stimulus: an event
occuring in the system, b) environment : the environment conditions at the time
of the stimulus occurence, and, c) response: the activity to be executed when
the stimulus arrives.

In ASEME the way to cater for NFRs has been influenced by the work of
Pérez et al. [22], who believe that non-functional requirements need a way to
influence the way to implement a system or task, and this is what ASEME
uniquely achieves compared to the other AOSE methodologies. In ASEME we
do not define specific situations as NFRs, we allow quality requirements to be
inserted in each goal requirements in the SAG model. Thus, they influence all
analysis phase decisions including the technology selection for achieving the goal.
Moreover, ASEME could allow for the catering of quality attribute scenarios if
they are defined as agent interaction protocols (which define preconditions and
results along with the different interested actors activities).

7 Conclusion

In the previous sections, we presented the formal definition of the AMOLA
metamodels, which have been inspired by previous works but are original in
the way that they uniquely extend those works and insert new semantics, thus
assisting the ASEME process. We also presented the models transformations
that occur in the different phases of ASEME.

The platform independent model of ASEME, i.e. the IAC, is a statechart
which can be transformed to a platform specific model in C++ or Java (using
commercial CASE tools) or in the JADE agent platform. This is another original-
ity of ASEME, it is the first AOSE methodology to provide a PIM model that
is compatible with existing software tools (i.e. the statechart) giving multiple
platform choices to the developers.

The models used are common in the software engineering community, which
means that any engineer can quickly adapt to the ASEME process. Model trans-
formations are automated throughout the software development process.

Moreover, ASEME documents quality or non-functional requirements at the
requirements analysis phase and allows these to influence the architectural deci-
sions of the analyst(s) when selecting technologies (e.g. reasoning, communica-
tion, etc) for realising system tasks. The possiblity of the ASEME IAC model
to be transformed to a process model allows for simulating the analysis model
even before design and validate the system functional and several non-functional
requirements including scalability and robustness.

ASEME has been successfully used for the development of two real world sys-
tems ([17], [27]) and is currently used for development of a robotic system [4].
Moreover, we are working on automating the transformation of the IAC model
to a process model as there are a number of existing tools in the market that
perform system simulation, verification and optimization on such models. In [5]
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we proposed transformation templates for doing this transformation manually
and performed simulations that showed that the ASK-IT system could deliver
the service to the end user in 10 seconds (thus achieving a non-functional re-
quirement, see Table 1).
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